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ABSTRACT
In some examples, a device includes an integrated circuit and two or more computational units configured to process respective stochastic bit streams in accordance with respective input clocks. Each of the stochastic bit streams comprises sequential sets of data bits, each of the sets of data bits representing a numerical value based on a probability that any bit in the respective set of data bits is one. The respective input clocks for each of the two or more computational units are unsynchronized.
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POLYSYNCHRONOUS STOCHASTIC CIRCUITS

[0001] This application claims the benefit of U.S. Provisional Patent Application No. 62/503,100 (filed Mar. 3, 2016), the entire content being incorporated herein by reference.

GOVERNMENT INTEREST

[0002] This invention was made with government support under CCF-1408123 awarded by the National Science Foundation. The government has certain rights in the invention.

TECHNICAL FIELD

[0003] The invention relates to electronic circuits and, in particular, clock distribution for electronic circuits.

BACKGROUND

[0004] All electronic systems are inherently asynchronous in nature. By carefully choreographing transitions with clock signals, asynchronous circuitry can be adapted to appear to behave synchronously. Such synchronism brings significant advantages: it greatly simplifies the design effort; also, with predictable timing, one can make performance guarantees. However, synchronism comes at a significant cost: one must create a clock distribution network (CDN) that supplies a common reference signal to all synchronous components. The CDN distributes the clock signal from a single oscillator to stateholding components, such as flip-flops. Historically, the primary design goal for CDNs has been to ensure that a single clock signal arrives at every synchronous component at precisely the same time to ensure zero clock skew. Another typical design goal for CDNs is to maintain signal integrity while distributing the clock widely. In the ideal case, transitions in the clock signal should arrive at all state-holding elements at precisely the same moment (so there is zero clock uncertainty). Achieving this synchronization and signal integrity can be difficult and costly in terms of design effort and resources. In modern large-scale integrated circuits, the CDN accounts for significant area, consumes significant power, and often limits the overall circuit performance. With increasing variation in circuit parameters, designing CDNs with tolerable clock skew is becoming a major design bottleneck.

[0005] Completely asynchronous design methodologies have been studied for decades, but these have never gained widespread acceptance. Instead of synchronizing transitions with a global clock, asynchronous systems are organized as a set of components that communicate using handshaking mechanisms. One drawback of asynchronous methodologies is the overhead and silicon real estate required for the handshaking mechanisms. Circuits with multiple independent clock domains, such as circuits that are globally asynchronous, but locally synchronous (GALS), have become common. GALS architectures consume less dynamic power and can achieve better performance than architectures with a single clock domain. However, the circuitry for domain crossings is complex and problematic. Splitting the clock domains reduces the cost of the distribution network, but relatively complex circuitry for handshaking is needed at domain crossings, so the splitting is only performed at a coarse level.

SUMMARY

[0006] Techniques are described for polysynchronous stochastic circuits that can operate without a rigorous clock distribution network. This disclosure describes polysynchronous clocking of stochastic circuits that allows timing requirements of a clock distribution network (CDN) of an integrated circuit or electronic system to be relaxed such that the timing elements may be reduced or eliminated because the arrival of the global clock at the respective computation units need not be synchronized. In other examples, the techniques allow local clocks to be independently generated, thus allowing splitting of clock domains within an integrated circuit or electronic system at a very fine level, e.g., down to the level of a handful of gates if desired. Each clock domain is synchronized with an inexpensive clock signal that may be generated locally and independent of other clock domains.

[0007] As an advantage, with a stochastic representation described herein, computational units can tolerate clock skew in the arrival time of their inputs. This stems from the fact that the stochastic representation is uniform: all that matters in terms of the value that is computed is the fraction of time that the signal is high. With stochastic representation, the correct value is computed even when the inputs are misaligned temporally. Accordingly, adopting the stochastic paradigm obviates the need for a global clock signal and the associated CDN. Instead, one can simply use local clock signal generators throughout the network or a relaxed CDN. This approach may be called polysynchronous stochastic to distinguish it from asynchronous and GALS methodologies.

[0008] In some examples, a device includes an integrated circuit and two or more computational units configured to process respective stochastic bit streams in accordance with respective input clocks. Each of the stochastic bit streams comprises sequential sets of data bits, each of the sets of data bits representing a numerical value based on a probability that any bit in the respective set of data bits is one. The respective input clocks for each of the two or more computational units are unsynchronized.

[0009] In some examples, a method of operating an integrated circuit with two or more computational units includes receiving, at each of the two or more computational units, respective stochastic bit streams. The method further includes receiving, at each of the two or more computational units, clock signals from respective input clocks. The method further includes processing, at each of the two or more computational units, the respective stochastic bit streams in accordance with the respective input clocks. Each of the stochastic bit streams comprises sequential sets of data bits, each of the sets of data bits representing a numerical value based on a probability that any bit in the respective set of data bits is one. The respective input clocks for each of the two or more computational units are unsynchronized.

[0010] This disclosure provides some background on stochastic computing and introduces polysynchronous stochastic concepts. This disclosure demonstrates how to implement basic operations for polysynchronous circuits, describes experimental methodology, and presents experimental results.
BRIEF DESCRIPTION OF DRAWINGS

[0011] FIG. 1A illustrates an integrated circuit with stochastic processing modules and polysynchronous local clocks.
[0012] FIG. 1B illustrates an integrated circuit with stochastic processing modules and an unsynchronized, or loosely synchronized, global clock.
[0013] FIG. 2 illustrates an example of stochastic multiplication using an AND gate.
[0014] FIG. 3 illustrates stochastic multiplication using an AND with unsynchronized bit streams.
[0015] FIG. 4 illustrates an example of stochastic scaled addition using a MUX unit.
[0016] FIG. 5 illustrates stochastic scaled addition using a MUX with unsynchronized bit streams.
[0017] FIG. 6A illustrates a stochastic implementation of the Robert’s Cross edge detection algorithm.
[0018] FIG. 6B illustrates a stochastic implementation of the gamma correction function using a MUX-based Bernstein polynomial architecture.
[0019] FIG. 7 illustrates two input clock signals and the corresponding output from connecting polysynchronous inputs to an AND gate.
[0020] FIG. 8 illustrates sixteen Robert’s Cross Cells processing a 4x4 input image concurrently.
[0021] FIG. 9A illustrates the original 256x256 sample image that is used for processing with a polysynchronous stochastic circuit.
[0022] FIG. 9B illustrates the outputs of processing the input image using stochastic Robert’s Cross edge detection.
[0023] FIG. 9C illustrates the outputs of processing the input image using stochastic Gamma Correction.
[0024] FIG. 9D illustrates the outputs of processing the input image using stochastic Noise Reduction Median Filtering with synchronized local clocks.
[0025] FIG. 10 illustrates a stochastic number generator configured to generate a stochastic bit stream.
[0026] FIGS. 11A-11C are state transition diagrams for a finite-state machine implementing a stochastic exponentiation function, a stochastic tanh function, a stochastic absolute value function.
[0027] FIG. 12 illustrates a stochastic implementation of the Robert’s cross edge detection algorithm.
[0028] FIG. 13 illustrates a hardware implementation of the 3x3 median filter based on a sorting network.
[0029] FIG. 14 illustrates a stochastic implementation of basic sorting unit.
[0030] FIG. 15 illustrates a stochastic implementation of the kernel density estimation-based segmentation algorithm.
[0031] FIG. 16 illustrates an AND gate connected to polysynchronous clock sources.
[0032] FIG. 17 illustrates 64 Robert’s cross cells processing an 8x8 input image concurrently.
[0033] FIG. 18 illustrates a ring oscillator circuit with odd number of stages.
[0034] FIG. 19 illustrates a comparison of the savings due to using different approaches of polysynchronous clocking on various sizes of the Robert’s cross circuit.
[0035] FIG. 20 illustrates an original sample input image and the output images produced by post-synthesis simulations of the synthesized Robert’s cross circuit.
[0036] FIGS. 21A and 21B illustrate original sample input images and the output images of processing the sample images by post-synthesis simulations of the synthesized circuits with a relaxed CDN by a median filter noise reduction circuit and a KDE image segmentation circuit.

DETAILED DESCRIPTION

[0037] This disclosure introduces techniques and circuits for polysynchronous clocking in which stochastic computational units are utilized and clock domains can be split at a very fine level. A variety of techniques are described. In one example implementation, each domain is synchronized by an inexpensive local clock, such as an inverter ring. This obviates the need for an expensive global clock distribution network (CDN). In a second implementation, a global CDN is used but the clock skew requirements between domains are relaxed due to the use of SC circuits. This allows for a higher working frequency and so lower latency.

[0038] Various advantages of the described techniques, such as the area, speed, and energy saving advantages, are quantified. Experimental results show that replacing a global CDN with local clocks significantly improves the area, latency, and energy consumption for large SC designs. For smaller SC designs, a “relaxed” global CDN is a more efficient choice. Circuits designed with any of the polysynchronous approaches described herein are as tolerant of errors as conventional synchronous stochastic circuits yet reduce complexity, cost and/or power requirements.

[0039] In general, there are two kinds of variations that lead to uncertainty in the arrival time of the clock edge at sequential circuit elements of the conventional binary radix circuits: spatial and temporal. Spatial variations, known as skew, affect the arrival of the various clock edges at the sequential elements within a single clock cycle. Temporal variations, known as jitter, affect the arrival time of the clock edges at the sequential elements across different clock cycles.

[0040] There are a number of factors that contribute to uncertainty in the conventional binary radix implementations: differences in line lengths from the clock source to clocked registers; differences in delays of distributed buffers; differences in passive interconnect parameters, such as line resistivity, dielectric constants and thickness, via/contact resistance, line and fringing capacitance, and line dimensions; and differences in active device parameters, such as MOS threshold voltages and channel mobilities, which affect the delay of active buffers.

[0041] Even when designed to be zero, environmental and processing variations can nonetheless lead to significant amounts of clock uncertainty in the conventional deterministic binary radix circuits. Various strategies are used to minimize the uncertainty in the delivery of clock signals. For instance, buffers and inverters can be inserted to balance the delays between the clock source and the clock sinks. However, this costs—both in area and design effort.

[0042] In a deterministic design, skew can limit circuit performance, since a circuit must be clocked at a lower frequency to tolerate it. If unaccounted for, clock skew can cause timing-related errors. There is a designer’s rule of thumb that clock skew should be less than 10 percent of the clock period. As clock frequency goes up, more complex CDNs are required to keep skew at a constant fraction of the clock period. Increasing die size, clock loads, and process variability magnify the challenge.

[0043] In summary, for modern integrated circuits, the global CDN is a major bottleneck in terms of design effort, area, and performance. Polysynchronous stochastic comput-
ing techniques described herein offer skew tolerance, which can be used to mitigate the costs: either the global CDN can be eliminated entirely; or one can design a much less costly global CDN that tolerates skew.

[0044] Described herein are polychronous stochastic circuits that can operate without a rigorous clock distribution network because individual bits in stochastic circuits are not as critical as the individual bits in conventional circuits. Information in a stochastic network is expressed as a percentage of the stream that is high (1 in a binary representation) or low (0). As further described herein, the stochastic circuits can tolerate clock skew, allowing for the removal of the timing requirements of a clock distribution network. In some cases, polychronous stochastic circuits are described that may operate with a global clock but with relaxed clock arrival requirements. Polychronous stochastic circuits described herein may also operate with local clocks but without burdensome handshaking procedures.

[0045] FIG. 1A illustrates an integrated circuit with a plurality of stochastic processing modules 10A-10N having respective polychronous local clocks 14. Integrated circuit 2 may comprise numerous stochastic processing modules 10A-10N. In general, each stochastic processing module 10 represents a functional component, e.g., computational unit, designed to perform operations, such as arithmetic operations, image processing, signal processing, field-programmable gate arrays (FPGAs), parallel data processing, convolutional neural networks, speech processing, sensors and the like. Each stochastic processing module 10 may include logic gates, memory units, multiplexers, or other devices that processes input information and generates output information.

[0046] As shown in the example of FIG. 1A, stochastic processing modules 10 exchange data via bit streams 12A-12N. For example, stochastic processing module 10A may output stochastic bit stream 12A to stochastic processing module 10B, where it may serve as an input bit stream. Stochastic processing module 10B may utilize stochastic bit streams 12A and 12D as inputs and may generate stochastic bit streams 12B and 12C as outputs. Stochastic processing module 10N may take stochastic bit stream 12M as an input and generate stochastic bit stream 12N as an output. In general, stochastic bit streams 12 use a set of 0's and 1's to express a fractional number between 0 and 1. For example, a bit stream carrying a 10 bit sequence of 0.0,0.1,1.0,1,0,0,0 may represent the value 0.3 because 30% of the bits are 1. Thus, for any set of N bits, the probability that any bit in the set of bits is 1 corresponds to the value represented by that set of bits in the stochastic bit stream.

[0047] As shown in FIG. 1A, each of the stochastic processing modules 10A-10N may be connected to and driven by one or more local clocks 14A-14N. For example, local clock 14A may be generated by local logic associated with and proximate to stochastic processing module 10A, as depicted in FIG. 1A. Each clock signal 14 determines the frequency at which the respective stochastic processing module 10 operates on stochastic bit streams 12. As explained herein, the timing requirements of the arrival of the clock signals from local clock 14 at the respective stochastic processing module 10 can be significantly relaxed without impacting operation on stochastic bit streams 10.

[0048] In general, control unit 20 controls operations of stochastic processing modules 10 including delivery of stochastic bit streams 12 to and from stochastic processing modules 10. For example, control unit 20 may be responsible for directing traffic among stochastic bit streams 12.

[0049] The techniques described herein utilize and leverage stochastic computation, where signal values are encoded as random bit streams. The techniques are illustrated with the synthesis of circuits for applications in signal and image processing. Logical computation is performed on randomized bit streams, with signal values encoded in the statistics of the streams: a real value x in the interval [0, 1] is represented by a stream with bits each having independent probability x of being 1.

[0050] Compared to a binary radix representation, such a stochastic representation is not very compact. With M bits, a binary radix representation can represent 2^M distinct numbers. To represent real numbers with a resolution of 2^-M, i.e., numbers of the form

\[
\frac{a}{2^M}
\]

for integers a between 0 and 2^M, a stochastic representation requires a stream of 2^M bits. The two representations are at opposite ends of the spectrum: conventional binary radix is a maximally compressed, positional encoding; a stochastic representation is an uncompresed, uniform encoding.

[0051] A stochastic representation, although not very compact, has an advantage over binary radix in terms of error tolerance. Suppose that the environment is noisy: bit flips occur and these affliet all the bits with equal probability. With a binary radix representation, in the worst case, the most significant bit gets flipped, resulting in a large error. In contrast, with a stochastic representation, all the bits in the stream have equal weight. A single flip results in a small error. This error tolerance scales to high error rates: multiple bit flips produce small and uniform deviations from the nominal value. More compelling than the error tolerance is the simplicity of the design in stochastic paradigm. Complex functions can be implemented with remarkably simple logic. Multiplication can be performed with a single AND gate. Functions such as polynomial approximations of trigonometric functions can be implemented with less than a dozen gates. Over a wide range of arithmetic functions, a reduction in area of 50x to 100x compared to conventional implementations is common.

[0052] FIG. 1B illustrates another example integrated circuit with stochastic processing modules 60 and an unsynchronized, or loosely synchronized, global clock 70. Integrated circuit 52, stochastic processing modules 60A-60N, bit streams 62A-62N, and control unit 75 may be similar to stochastic processing modules 10, bit streams 12, and control unit 20 in FIG. 1A. Global clock 70 is provided to stochastic processing modules 60 by an inexpensive clock distribution network with no timing requirements or significantly relaxed timing requirements. That is, in accordance with the techniques described herein, the timing requirements that govern the arrival of clock signals from global clock 70 at each of stochastic processing modules 60 can be relaxed. The stochastic nature of integrated circuit 52 may remove the need for a precise clock distribution network because signal values are expressed as a percentage of time that stochastic bit stream 62N is high, or one in a binary representation.
In general, the techniques described herein allow for relaxed timing requirements of the local clocks 14 (FIG. 1A) or global clock 70 (FIG. 1B) at the respective stochastic processing modules 10, 60 without impacting operation on stochastic bit streams 10. In other words, unlike conventional circuits, stochastic processing modules can tolerate differences in the timing of the clock signals. For example, as demonstrated herein, stochastic processing module 10, 60 are configured to tolerate (function properly) even in the event of significant misalignment between clock edges and/or significant deviation in clock period. Such differences are generally referred to herein as clock skew.

As one example, clock skew includes the misalignment in time of clock edges, which may be defined as the percentage variation between the arrivals of active clock signals at different stochastic processing modules 10. For example, if the clock period of two clock signals is 500 picoseconds, and the clock signals arrive at two different stochastic processing modules 100 picoseconds apart, the clock skew between the clock signals can be viewed as 20% of the period. As explained herein, stochastic processing modules 10, 60 are able to tolerate a misalignment of clock signals in excess of 50%, 90% or even 100%.

As a second example, the term “clock skew” as used herein also encompasses misalignment of two clocks due to the different periods of the two clocks. For example, as discussed below with respect to experimental results, stochastic processing module 10, 60 are able to tolerate significant deviations in the periodicity of the clock signals. For example, clock signal 14A may have a period of 2 ns while locally generated clock signal 14B may have a period of 3 ns. In this example, the clock skew (i.e., difference in period) may be referred to as 50%. That is, clock signal 14B has a period that is 50% greater than the period of clock signal 14A. As explained herein, stochastic processing modules 10, 60 are able to tolerate deviations of periods in excess of 50%, 90% or even 100%.

Clock skew may also be represented in terms a number of data bits associated with the overall clock misalignment. For example, if stochastic bit streams 12 comprise sequential sets of N data bits, each of the sets of N data bits may represent a numerical value based on a probability that any bit in the respective set of data bits is high (one) (e.g., set to one versus a zero). In the examples depicted in FIGS. 2 and 4, each value in a bit stream 12 is represented as a sequence of ten (N=10) bits. As explained herein, each of the respective input clocks 14 for the stochastic processing modules 10 can be polysynchronous and yet stochastic processing modules 10 operate correctly on bit streams 12. That is, stochastic processing modules 10 are able to tolerate a clock skew, such as a clock skew even up to and more than 100%. In this case, the data values within bit streams 12 may be misaligned, also referred to herein as word length skew. Stochastic processing modules 10 may be able to tolerate word length skew that is in excess of at least 1 bit, or more, in the stochastic bit streams 12, where the word length skew represents a difference between arrival times for the same bit position of the two or more input bit streams 12. For example, stochastic processing modules 10 may be able to tolerate data values that are misaligned by at least 1 bit in the stochastic bit streams 12. In this way, stochastic processing modules 10 are able to still operate correctly even though significant timing differences/skew may exist with respect to processing of stochastic bit streams 12, and the degree of tolerance of timing differences may increase as large data word lengths (N) are used.

The techniques described herein may provide numerous advantages. As described, a clock distribution network for an integrated circuit may be altogether avoided (e.g., FIG. 1A) or may be implemented with fewer timing elements and much less rigid timing requirements (FIG. 1B). Moreover, a polysynchronous stochastic circuit in accordance with the techniques described herein may occupy less space than a conventional circuit and may consume less power. Removing or relaxing the clock distribution network may result in fewer components in a circuit. A polysynchronous stochastic circuit may also offer improved accuracy in some situations by introducing more randomness.

In the paradigm of stochastic computing (SC), circuits operate on random bit streams where the signal value is encoded by the probability of obtaining a one versus a zero. In the unipolar stochastic representation, each real-valued number x (0≤x≤1) is represented by a sequence of random bits, each of which has probability x of being one and probability 1-x of being zero. In the bipolar representation, each real-valued number y (−1≤y≤1) is represented by a sequence of random bits, each of which has probability

\[
\frac{y+1}{2}
\]

of being one and probability

\[
1 - \frac{y+1}{2}
\]

of being zero.

This representation is much less compact than a binary radix. However, complex operations can be performed with very simple logic. In particular, arithmetic functions, consisting of operations like addition and multiplication can be implemented very efficiently. Complex functions, such as exponentials and trigonometric functions, can be computed through polynomial approximations. Because the bit stream representation is uniform, with all bits weighted equally, circuits designed this way are highly tolerant of soft errors such as bit flips.

The stochastic representation is a uniform fractional representation: all that matters is the fraction of time that the signal is high. Consequently, precise synchronization between the arrival time of input values to logic gates does not matter, as described further herein.

Referring to FIG. 10, a typical “random number generator” for SC is usually a linear-feedback shift register (LFSR), which produces high quality pseudo-randomness. In this approach, the period of the clock feeding the generator corresponds to the duration of a single bit in the output stream. Assuming that the pseudo-random numbers are uniformly distributed between 0...2^M-1, the value stored in the constant number register should be 2^M.x. In the output, each bit is one with pseudo-probability 2^M/2^M.x.

In a stochastic system, multiplication can be implemented using a standard AND gate for the unipolar coding format and an XNOR gate for the bipolar coding format. FIG. 2 shows the multiplication of two 10-bit unipolar
stochastic streams using an AND gate. The value represented by a bit stream is the time that the signal is high divided by the total length of the stream. FIG. 3 illustrates an example of multiplying two unsynchronized bit streams representing 0.6 and 0.5. As shown, the value represented by the bit stream at the output of the AND gate is 0.3, the value expected when multiplying 0.6 by 0.5.

For scaled addition and subtraction, stochastic values are restricted to the interval [0, 1] (in the unipolar case) or the interval [-1, 1] (in the bipolar case). A stochastic circuit cannot perform addition or subtraction directly, since the result might lie outside these intervals. However, a stochastic circuit can perform scaled addition and subtraction. These operations can be performed with a multiplexer (MUX). FIG. 4 illustrates the operation that is equivalent to \(\frac{1}{2}A + \frac{1}{2}B\).

FIG. 5 illustrates another example of scaled addition, this time on two unsynchronized bit streams representing 0.25 and 0.5. As expected, the output is a bit stream representing 0.375, the result of the scaled addition.

More complex functions can be implemented in SC using finite state machines (FSMs). Stochastic implementations include the exponentiation function, the tan h function, and an FSM-based stochastic absolute value function. The state transition diagrams of the FSMs implementing these functions are shown in FIGS. 11A-11C. Assuming that the input to these FSMs is a random signal that is high a fraction X of the time, the output signal Y converges to expected value: a fraction of time at high equal to \(\exp(X)\) tan h(X) and abs(X). Note that these FSMs only differ in how the outputs are computed from the current state. Transition diagrams with 8 states are shown here; these can readily be generalized to FSMs with more states.

The circuits utilizing the polysynchronous stochastic computing techniques described herein can be applied to a wide variety of applications, ranging from sensing, image capture and processing and signal processing to decoding of low-density parity check codes. This disclosure describes example stochastic implementations of various digital image processing techniques to evaluate the polysynchronous stochastic paradigm: Robert’s cross edge detection, median filter based noise reduction circuit, and image segmentation based on stochastic kernel density estimation.

An example stochastic implementation of Robert’s Cross edge detection algorithm that may be utilized in an image processing device of a sensor or other device is shown in FIG. 6A. Each operator consists of a pair of 2x2 convolution kernels that process an image pixel based on its three neighbors as follows:

\[
S_{ij} = \frac{1}{2} \left[ \frac{1}{2} |r_{ij} - r_{i+1,j+1}| + \frac{1}{2} |r_{ij} - r_{i+1,j-1}| \right]
\]

where \(r_{ij}\) is the value of the pixel at location \((i,j)\) of the original input image and \(S_{ij}\) is the output value computed for the same location in the output image. In the example circuit of FIG. 12, three multiplexers perform addition and subtraction, while two finite-state-machine based stochastic circuits perform the required absolute value operations. Since this circuit works with signed values, all streams should be in the bipolar format.

As another example, a median filter used in digital processing circuits operates to replace each pixel of an input image with the median of neighboring pixels. For certain types of random noise, the median filter provides excellent noise-reduction capabilities. An example hardware implementation of the 3x3 median filter based on a sorting network is shown in FIG. 13. Each basic sorting unit used in this circuit is implemented with the circuit presented in FIG. 14. In total, the example median filter circuit requires 19 basic sorting units (37 MUX units and 19 FSM-based stochastic tan \(h\) circuits.)

As another example, image segmentation based on Kernel density estimation is an image processing algorithm which is used in object recognition and tracking applications to extract changes in a video stream in real time. Using a probability density function (PDF), the distribution of intensity values a pixel will have at time \(t\) can be estimated. A stochastic implementation of this algorithm based on 32 recent frames of the input video is shown in FIG. 15. Let \(X_t; X_{t+1}; X_{t+2}; \ldots; X_{t+n}\) be recent samples of intensity values of a pixel \(X\). The stochastic circuit proposed in uses the following formula as the probability estimator:

\[
PDF(X_t) = \frac{1}{n} \sum_{i=1}^{n} e^{-\frac{1}{2}(X_t - X_{t+i})^2}
\]

Using this probability estimator, a pixel is considered a background pixel if PDF(\(X_t\)) is less than a predefined threshold value. In total, the circuit includes 64 MUXs, 32 FSM-based stochastic exponentiation circuits, and one FSM-based stochastic tan \(h\) circuit.

Gamma correction is a nonlinear function used to code and decode luminance and tri-stimulus values in video and image processing systems. The required function in the gamma correction processes is \(f(x) = x^\gamma\), where \(x\) is the value of a pixel in a given gray-scale image and \(\gamma\) is the gamma factor. For example, \(\gamma = 0.45\) is the gamma value used in most TV cameras. A stochastic architecture for computing functions such as gamma correction was proposed in Weikang Qian, Xin Li, M. D. Riedel, K. Bazargan, and D. J. Lilja, An architecture for fault-tolerant computation with stochastic logic, Computers, IEEE Transactions on, 60(1):99-105, January 2011, the contents of which are incorporated herein by reference.

An example of stochastic gamma correction is shown FIG. 6B. The inputs to this system consist of six independent bit streams, each with probability corresponding to the value \(x\) of the input pixel, as well as seven random bit streams set to constant values, corresponding to the Bernstein coefficients, \(b_0 = 0.0955\), \(b_1 = 0.7207\), \(b_2 = 0.3476\), \(b_3 = 0.9988\), \(b_4 = 0.7017\), \(b_5 = 0.9695\) and \(b_6 = 0.9939\).

An efficient technique for noise reduction in gray-scale images is to use a median filter. It replaces each pixel with the median value of its neighboring pixels. The operation considers a local window around each pixel, computes the median value of the pixels inside that window, and replaces the pixel with the computed value. A stochastic implementation of a 3x3 median filter was proposed in Peng Li, D. J. Lilja, Weikang Qian, K. Bazargan, and M. D. Riedel, Computation on stochastic bit streams digital image processing case studies, Very Large Scale Integration (VLSI) Systems, IEEE Transactions on, 22(3):449-462, March 2014, the contents of which are incorporated herein by reference.
A premise for stochastic computing is the availability of stochastic bit streams with the requisite probabilities. Such streams can either be generated from physical random sources or with pseudo-random constructs such as linear feedback shift registers (LFSRs). Given an input value in binary radix, the procedure for generating a stochastic bit stream with probability $x$ uses the following procedure. First, obtain an unbiased random value $r$ from the random or pseudorandom source; then compare it to the target value $x$; finally, output a one if $r < x$ and a zero otherwise.

The techniques described herein leverage stochastic computation that can tolerate input values that are misaligned temporally. That is, circuits are described that may relax global CDNs timing and skew requirements and/or utilize local clocks to replace a global clock. In general, the circuits described herein are referred to as polysynchronous clocks. This disclosure discusses the functionality of basic stochastic computational elements, such as the multiplier (an AND gate) and the scaled adder (a MUX unit) when these receive inputs driven by different clock sources. This disclosure further presents and evaluates examples of image processing circuits, driven by polysynchronous clocks.

Basic stochastic operations with polysynchronous inputs may include an AND gate, responsible for multiplying two unipolar input bit streams, $P_1$ and $P_2$, generated by stochastic number generators driven by two clocks with different periods, $T_1$ and $T_2$. In a polysynchronous system, an AND gate may work when two unsynchronized clocks are connected directly to its inputs (see FIG. 16). Connecting two clocks with 50% duty cycles directly to the inputs of an AND gate is equivalent to connecting two stochastic streams both representing $P=0.5$. Therefore, the expected output value is $Y=0.25$.

FIG. 7 and Table I address the functionality of performing multiplication using an AND gate according to three different scenarios: 1) $T_1=2$ ns, $T_2=3.5$ ns, 2) $T_1=2$ ns, $T_2=3.2$ ns, and 3) $T_1=1.8$ ns, $T_2=3.2$ ns. FIG. 7 illustrates the input signals as well as the output signal in the case where $T_1=1.8$ ns and $T_2=3.2$ ns for 20 ns of operation. Continuing the operation for about 1000 ns provides a good view of the different lengths of high pulses that are observed at the output of the AND gate. Dividing the total fraction of the time that the output signal is high by the total time gives the result of the multiplication operation. Table I presents results for the three selected cases of clock periods. Table I lists the number of occurrences of high pulses of each length that is observed, as well as the total time of the high pulse.

### TABLE I

<table>
<thead>
<tr>
<th>T1 = 2 ns</th>
<th>T1 = 2 ns</th>
<th>T1 = 1.8 ns</th>
</tr>
</thead>
<tbody>
<tr>
<td>Time</td>
<td>#</td>
<td>Time</td>
</tr>
<tr>
<td>0.25</td>
<td>72</td>
<td>0.2</td>
</tr>
<tr>
<td>0.50</td>
<td>72</td>
<td>0.4</td>
</tr>
<tr>
<td>0.75</td>
<td>71</td>
<td>0.6</td>
</tr>
<tr>
<td>1.00</td>
<td>142</td>
<td>0.8</td>
</tr>
</tbody>
</table>

Table I shows that when the periods of the two clock sources are varied, the total time that the output is high does not change much. The length of the observed high pulses and the number of occurrences of each high pulse changes, but the total fraction of the time that the output is high is very close to 250 ns. Dividing 250 ns by 1000 ns produces 0.25, the expected output of multiplying the two input streams. This example provides an intuitive explanation of why polysynchronous stochastic operations work: temporal misalignment of input values does not affect the accuracy of the computation.

### TABLE II

<table>
<thead>
<tr>
<th>T1</th>
<th>T2</th>
<th>T3</th>
<th>Total High Time</th>
<th>Measured Output</th>
<th>Expected Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>2.00</td>
<td>1.80</td>
<td>3.75</td>
<td>499.43</td>
<td>0.499</td>
<td>0.500</td>
</tr>
<tr>
<td>1.90</td>
<td>2.63</td>
<td>2.12</td>
<td>502.21</td>
<td>0.500</td>
<td>0.500</td>
</tr>
<tr>
<td>3.20</td>
<td>1.60</td>
<td>2.00</td>
<td>498.80</td>
<td>0.490</td>
<td>0.500</td>
</tr>
<tr>
<td>2.87</td>
<td>2.43</td>
<td>2.10</td>
<td>499.23</td>
<td>0.499</td>
<td>0.500</td>
</tr>
</tbody>
</table>

Table II addresses the functionality of a MUX unit performing scaled addition with temporally misaligned inputs. The main difference between the MUX unit and the AND gate performing multiplication is that the MUX unit has an extra select stream performing the scaling. To study the functionality of the MUX unit, three polysynchronous clocks with distinct periods, $T_1$, $T_2$, and $T_3$, are connected to the inputs. Table II shows the results of a comparison of the fraction of time that the output is high divided by the total time to the expected value, $(1/2+1/5)/2$. These results are similar to the multiplication operation. The measured output...
values are essentially equal to the expected output value of 0.5. In the four simulations shown in Table II, the first simulation had a maximum clock period deviation from T2 to T3 of 1.95 ns or an increase of 108%, the second simulation had a maximum clock period deviation between T1 and T2 of 0.73 ns or 38%, the third simulation had a maximum clock period deviation between T2 and T1 of 1.6 ns or 100%, and the fourth simulation had a maximum clock period deviation between T3 and T1 of 0.77 ns or 37%.

Table III addresses the general case of operations on stochastic streams generated by stochastic number generators (SNGs) that are driven by separate clocks, and so are not synchronized. Table III presents the results of trials for stochastic multiplication and scaled addition. In this table, T1 and T2 are the periods of the clocks of the SNGs responsible for generating the first and the second streams, respectively. For the scaled addition operations, T3 is the period of the clock of the SNG responsible for generating the select stream, which is set to 0.5. The results presented in Table III are based on bit streams of length 1,024, generated with 32-bit LFSRs. This configuration produces a good Bernoulli distribution of probabilities for the individual bits in the stream. Table III shows that all of the measured values are very close to the expected values. In spite of the polysynchronous clocking, the results are accurate to within the error bound expected for stochastic computation.

### TABLE III

<table>
<thead>
<tr>
<th>AND Output</th>
<th>MUX Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>In1</td>
<td>T1(ns)</td>
</tr>
<tr>
<td>-------</td>
<td>-------</td>
</tr>
<tr>
<td>0.50</td>
<td>2.10</td>
</tr>
<tr>
<td>0.35</td>
<td>2.82</td>
</tr>
<tr>
<td>0.27</td>
<td>2.81</td>
</tr>
<tr>
<td>0.18</td>
<td>1.60</td>
</tr>
</tbody>
</table>

In the four simulations shown in Table II, the first simulation had a maximum clock period deviation from T3 to T2 of 0.30 ns or an increase of 15%, the second simulation had a maximum clock period deviation between T1 and T3 of 0.86 ns or 30%, the third simulation had a maximum clock period deviation between T2 and T3 of 1.25 ns or 53%, and the fourth simulation had a maximum clock period deviation between T1 and T2 of 2.1 ns or a 131% increase of the period T1.

Polysynchronous clocking may be used in more complex stochastic circuits, such as the stochastic image processing circuits discussed above for image processing including edge detection, filter and other image data manipulation operations. As one example, an input 4x4 gray-scale image can be processed by a stochastic Robert’s Cross edge detection circuit. An efficient way of processing the image is to use 16 instances of the Robert’s Cross stochastic circuit to process each of the pixels concurrently. Fig. 8 shows a diagram of a parallel circuit. Each cell may be called a Robert’s Cross cell with its own local clock. In this example, each cell is a computational unit (also referred to as a stochastic processing unit or a pixel processing unit herein) that implements the polysynchronous stochastic circuit techniques described herein. The cells may be arranged within an integrated circuit (e.g., a sensor or image processing device) as an array of pixel processing units, as shown in Fig. 16 and 17. Each cell converts its input pixel value, presented as a stochastic bit stream, into an output pixel value, presented as stochastic bit stream. Each stochastic bit stream may include one or more input pixel values corresponding to a pixel in an image. The input bit stream is generated by an SNG driven by the cell’s local clock. The cell communicates with its neighbor cells to receive their pixel values, presented as stochastic bit streams. These bit streams arriving from neighboring cells are generated by SNGs driven by their local clocks, so the input bit streams will not all be synchronized. The clocks may potentially all have different frequencies and phases.

Each local clock may independently generate an input clock signal for one or more cells. In some examples, each cell may include a single local clock generator, such that each cell processes pixel data based on its own local clock. In other words, in this example, the cell array conforms to the “Poly Local” technique described herein such that the device does not utilize any form of a centralized clock distribution network to distribute clocks to the cells but instead each cell has its own local clock generator to independently generate a local clock without synchronization with other local clocks. This arrangement may reduce the delivery time of clock signals to the local cell(s) and reduce the circuitry for delivering clock signals. In some examples, the number of local clocks may approximate the number of cells.

Consider the first cell in Fig. 8. This cell is responsible for processing the image pixel 1 to decide whether it is on an edge or not. This cell takes a pixel intensity value and converts it to a stochastic bit stream using an SNG driven by a local clock. This action involves receiving streams corresponding to the values of neighboring pixels 2, 5, and 6. The pulses that the first cell receives from cells 2, 5, and 6 are all generated by SNGs driven by local clocks. Accordingly, the input bit streams are all potentially misaligned temporally. Nevertheless, as described below, the computation is accurate.

Experimental Results:

The three stochastic image processing circuits were implemented for Robert’s Cross edge detection, Gamma correction, and noise reduction, in Verilog. For the Robert’s Cross circuit, three out of four streams are received asynchronously with respect to the local clock of each cell. Similarly, for the noise reduction circuit, eight out of nine streams are received asynchronously with respect to the local clock of each cell. For the Gamma correction circuit, the bit streams are generated for the Bernstein coefficients streams with SNGs driven by local clocks. The bit streams are generated for the independent copies of the input value X using SNGs driven by local clocks.

The following simulations use a 256x256 sample input image with 65,536 pixels. The simulations were performed using the ModelSim hardware simulator. The SNG unit converted input pixel values into stochastic bit streams, using a 32-bit maximal period LFSR. This pseudorandom number generator was seeded with a random initial value for each trial; 10 trials were performed to ensure statistically significant results. Bit streams of length 1,024 were used to represent the values. To convert the output bit streams into deterministic real values, the fraction of the time the output signal is high was measured and divided by the total time of
the computation. For example, if the output signal was high 25% of the time, it is evaluated as 0.25.

[0088] To evaluate the correct functionality of polysynchronous circuits, a “golden case” was used. In the golden case, the sample image was processed using stochastic circuits with all local clocks synchronized. FIGS. 9a-9d show the sample image and the resulting output images. The synchronized clocks had a period of 2 ns.

[0089] Six different clocking schemes were compared when evaluating the three stochastic image processing circuits:

[0090] Scheme 1. The period of the local clock in all processing cells is fixed at 2 ns (the “golden case” above).

[0091] Scheme 2. The period of the local clock in each cell is a random real value between 2-3 ns (so 50% variation between the clock periods).

[0092] Scheme 3. The period of the local clock in each cell is a random real value between 2-4 ns (so 100% variation).

[0093] Scheme 4. The periods of the local clocks are random values between 2-4 ns, but high output pulses that are less than 10% of the 2 ns clock period (0.2 ns) are filtered out (i.e., they are set to 0).

[0094] Scheme 5. Same as Scheme 4, but with filtering of high output pulses that are less than 15% of the 2 ns clock period.

[0095] Scheme 6. Same as Scheme 4, but with filtering of high output pulses that are less than 20% of the 2 ns clock period.

[0096] The motivation for schemes 2 and 3 is to study the impact of having more variation between the local clocks. For schemes 4, 5, and 6, it is to approximate hardware conditions in which short pulses, which may be called runt pulses, do not reach a valid high or low level and cannot change the output states of the gates.

TABLE IV

<table>
<thead>
<tr>
<th>The Mean of the Output Error Rates for the Three Implemented Stochastic Circuits, Simulated in Six Different Clocking Schemes.</th>
</tr>
</thead>
<tbody>
<tr>
<td>Clocking Schemes</td>
</tr>
<tr>
<td>------------------</td>
</tr>
<tr>
<td>Robert</td>
</tr>
<tr>
<td>Gamma</td>
</tr>
<tr>
<td>Median</td>
</tr>
</tbody>
</table>

[0097] Starting with the stochastic Robert’s Cross circuit, Table IV shows the processing of the sample image using the six schemes described above. Each one of the three stochastic circuits based on these six schemes was simulated 10 times, each time with different initial conditions: 10 different LFSR seed values for each SNG and 10 different sets of values for the periods of the local clocks. The results are the average results of these trials. For each output image, the average output error rate is calculated as follows:

\[ E = \frac{\sum_{i=1}^{256} \sum_{j=1}^{256} |T_{ij} - S_{ij}|}{256 \times (256 \times 256)} \times 100 \]

where \( S_{ij} \) is the expected pixel value in the output image and \( T_{ij} \) is the pixel value produced using the stochastic circuit.

[0098] Table IV shows the mean of the error rates of the results produced by processing the sample image with the six schemes described above. By comparing the measured accuracies of the first scheme, i.e., the golden case, to the five polysynchronous schemes, it becomes apparent that the quality of the results and the accuracy of the computations are essentially independent of how well synchronized the local clocks are. In fact, as Table IV shows, the clock periods can vary by up to 100% without affecting the accuracy of the results.

[0099] As can be seen in Table IV, in some examples, the mean of the error in the polysynchronous circuits is actually slightly below that of the synchronous case. This improvement can occur because polysynchronous clocks can produce more random-looking input streams. Thus, polysynchrony might actually help instead of hurting stochastic computation. The results from schemes 4-6 show that filtering out runt pulses still produces statistically acceptable results.

[0100] For a circuit-level verification of the proposed idea, the SPICE netlist of the Robert’s Cross stochastic circuit was implemented. Simulations were carried out using a 45 nm gate library in HSPICE on 500 sets of random input values, for both synchronous and polysynchronous clocking conditions. Each set of inputs consisted of four different random values.

[0101] For the conventional synchronous clocking condition, the circuit’s clock period was fixed at 1 ns. For the polysynchronous clocking conditions, clock periods were selected randomly in the range from 1 ns to 2 ns, which is equivalent to 100% variation. The period corresponds to a single bit in the random stream.

[0102] The accuracy of the results was computed by calculating the difference between the expected value and the measured value. On 500 trials, the mean of the output error rates was 4.91% for the synchronous and 4.42% for the polysynchronous approach. Hence, polysynchronous stochastic circuits are essentially as accurate as conventional stochastic circuits.

[0103] As shown above, Table IV provides experimental results based on Verilog HDL simulation to show the correct functionality of the Robert’s cross circuit and two other stochastic circuits in cases with up to 100% clock misalignment. As another example, in Table IV, Scheme 3 shows the mean of the output error rates where neighbor cells have local clocks with up to 100% difference between their periods. This disclosure has presented a circuit-level verification of the techniques described herein with SPICE level simulation. These simulation results alongside the performance results, such as those presented in FIGS. 20, 21A, and 21B, demonstrate various examples of the ability of stochastic circuits described herein in tolerating clock misalignment.

[0104] This disclosure has presented a novel paradigm for sequential computation that is synchronous, but only loosely so. This concept is predicated on the paradigm of stochastic computing. Many of the functions for computational systems such as signal processing can be implemented using the techniques described herein as arithmetic functions, consisting of operations like addition and multiplication. Complex functions such as exponentials and trigonometric functions are generally computed through polynomial approxima-
tions, so consist of multiplications and additions. Such functions can be implemented with remarkably simple logic in the stochastic paradigm using the techniques described herein. Simple hardware generally translates to lower power consumption. Certainly, it translates to low leakage power consumption, a metric of eminent concern to modern integrated circuit designers.

[0105] Another important benefit of the stochastic paradigm is the flexibility that it provides with respect to the clocking mechanism. Indeed, stochastic logic computes accurately irrespective of the temporal alignment of input values, so it can tolerate arbitrary amounts of clock skew. As a result, a global clock and its associated clock distribution network can be replaced with locally generated clocks. These can be simple, yet fast, inverter rings, for instance.

[0106] Accuracy of the computation is not impacted if a global clock is replaced with unsynchronized local clocks. There may be additional benefits obtained by eliminating the CDN in integrated circuits. The area, power and design complexity will all be impacted in positive sense if the CDN can be eliminated.

[0107] Indeed, the question of how unsynchronized values can interface with non-stochastic logic is an important one. In some examples, circuits will process stochastic values from input to output. There may be efficient mechanisms for analog-to-digital (A/D) conversion at the circuit inputs, with devices that generate stochastic bit streams directly from analog sources. These devices—essentially modified sigma-delta converters—are highly efficient. These devices provide random bit streams at no extra cost; in fact, they are significantly less costly in terms of area and power than full sigma-delta converters. Similarly, highly efficient digital-to-analog (D/A) converters for the circuit outputs may be possible. These converters produce accurate analog signals directly based on the fraction of time that digital signals are high, irrespective of pulse widths. The polysynchronous stochastic approach described herein provides exactly this form of output: the values correspond to the fraction of time that signals are high, without any concern for pulse widths.

[0108] The polysynchronous stochastic approach is a good fit for applications that require only modest accuracy but call for low cost, low power and high resiliency.

[0109] With polysynchronous clocking described herein, the global clock signal of a circuit and its associated CDN can be relaxed or even replaced by multiple inexpensive clocks for different local domains. Moreover, the division into clock domains can be performed down to a very fine level, even up to a handful of gates. The local clocks can be generated with simple inverter rings.

[0110] In one example implementation of the polysynchronous stochastic design paradigm described herein, a computing system can be divided into three main units: 1) stochastic number generators (SNGs) that convert input values, perhaps from analog sources, into the corresponding stochastic signals; 2) computational units that accept stochastic input signals and perform operations, producing stochastic output signals; and 3) stochastic output converters that produce output signals, perhaps for analog outputs such as voltage accumulators. The output converters measure the fraction of time the output signals are high divided by the total operation time to produce the final values.

[0111] Consider an input non-gray-scale image to process with a Robert’s cross circuit. There are n² instances of the Robert’s cross circuit, presented in FIG. 12, to process each of the pixels concurrently. FIG. 17 shows a diagram of such a parallel circuit for n=8. Each instance of a Robert’s cross may be called a cell. Each cell converts one input pixel value, represented as a stochastic signal, into an output pixel value, represented as stochastic signal. An SNG in each cell is responsible for the input conversion. The cell communicates with its neighbor cells to receive their pixel values, all represented as stochastic signals.

[0112] Consider three different examples to describe and validate the polysynchronous clocking techniques described herein. First, a case study is described that uses a conventional synchronous approach: a global CDN that synchronizes all cells of the Robert’s cross circuit. Next, the global CDN for the Robert’s cross circuit is removed and replaced with locally generated clocks for each cell; now the cells do not operate synchronously. Finally, a circuit is described in which a “relaxed CDN” is used. In each case, the costs are quantified for the Robert’s cross circuits with 16, 64, and 256 cells.

[0113] In the conventional approach, a global CDN is synthesized to synchronize all components of the system with a common clock signal. The arrival time of the clock signal needs to be synchronized throughout. With variations, this requirement for zero clock skew is challenging, requiring considerable design effort. The larger the circuit, the more complex the CDN. Often, a large number of buffers must be inserted throughout the CDN to balance the clock tree and satisfy the arrival time requirements. In addition to the high amount of design effort expended, the CDN consumes considerable area and power.

[0114] In the first polysynchronous approach according to the techniques herein, the global CDN is removed and replaced with unsynchronized local clocks. Two different approaches can be used to supply local domains with clock signals: 1) Using clock signals from external sources, and 2) self-timed local clock generators. Because of the limitation and extra costs of I/O ports, the first approach is more practical when there are a small number of clock domains. With a large number of domains, self-timed local clock generators are generally advantageous. The second approach was evaluated and this disclosure presents a quantitative comparison of the performance/cost gain when the global CDN is replaced with multiple local clock generators.

[0115] Ring oscillators can be used as fast and inexpensive local clock generators. A ring oscillator consists of an odd number of inverter gates connected in a ring, as shown in FIG. 18. The oscillation period of such a ring is twice the sum of the gate delays. The frequency can be increased by either increasing the supply voltage or by decreasing the number of inverters. Note that a ring of approximately 120 inverter gates is necessary to generate a local clock with a period of 1 ns in 45 nm technology when the supply voltage is one volt. Thus, although relatively inexpensive, still the area and power costs of inverter rings (see FIG. 18) are not insignificant.

[0116] Instead of eliminating the CDN, an alternative approach is to relax the requirements on it, permitting significant clock skew throughout the system. This can significantly simplify the synthesis process, saving area, lowering power, and increasing performance by permitting the system to be clocked at a higher speed. This approach does not entail the use of local clock generators.

[0117] One significant advantage that such a “relaxed CDN” provides is ease in controlling the working frequency.
With local clocks, e.g., generated by inverter rings, the frequency will generally be fixed (some implementations of ring oscillators do allow for slight adjustments to the period; however, the possible range of values is more or less fixed by the number of inverters used). In contrast, the frequency of an external clock provided to a “relaxed CDN” can be changed freely, in some cases permitting significant overclocking.

[0118] In order to quantify the performance and cost benefits of both approaches to polysynchronous design by removing the CDN or relaxing it, the Robert’s cross circuit was implemented for values of n = 4, 8, and 16 in Verilog. The SNG unit presented in Fig. 10 was used in each cell to convert the input pixel value into a corresponding stochastic signal. A 10-bit maximal period LFSR was used in each cell to supply the SNG with pseudo-random numbers. FSM-based SAs with 16 states were used to implement the required absolute value function. The Synopsys Design Compiler vi12013.12 was used with a 45 nm gate library to synthesize the designs. Synopsys Design Compiler as the synthesis tool determined the clock period or the maximum working frequency of the circuits. For different circuits, different clock periods were used based on the synthesis results.

[0119] For synthesizing the circuits with conventional global CNDS, the experiment included a “clock uncertainty” value of 1 percent for the smaller 16-cell circuit, and 2 percent for the larger 64 and 256-cell circuits. This uncertainty parameter in the Synopsys Design Compiler represents process variations and other sources of variability that cause variation in the clock delay. In the synthesis flow, the tool uses extra elements, mainly delay buffers, to ensure near zero clock skew in the signal arrival time at all components. It produces a circuit with cells that are nearly perfectly synchronized.

[0120] To simulate the “relaxed CDN” approach described herein, the experiment allowed for significant skew and jitter by defining a clock source uncertainty of zero and accepting some timing violations. As a result, the tool ignores the delays due to the clock network latency and the propagation delay in different paths. It does not add any buffers to compensate for clock uncertainty. With this approach, different cells are at differing distances from the clock input source. As a result, the clock signals arriving at different cells are not synchronized. The experiment included this configuration to test the polysynchronous approach’s ability to tolerate the clock skew and jitter.

[0121] For the approach where that eliminates the global CDN entirely by replacing it with local unsynchronized clocks (referred to herein as “Poly Local”), the system was synthesized with 16, 64, and 256 cells, with each cell containing an inverter ring. In order to design the inverter rings, the experiment first synthesized a single Robert’s cross cell and found its critical path to be 0.49 ns. SPICE-level simulations showed that 45 inverter gates are required to generate a clock signal with this period in the 45 nm technology when using a supply voltage of 1V. Such inverter rings were added to each Robert’s cross cell. Table V shows the area-power cost of a single Robert’s cross cell before and after adding the inverter rings. Adding the inverter ring incurs area and power overhead of 8 percent and 24 percent, respectively. For large designs, this overhead is small compared to the savings obtained by removing the CDN.

### Table V

<table>
<thead>
<tr>
<th></th>
<th>Area (μm²)</th>
<th>Power at 2 GHz (mW)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Without local clock generator</td>
<td>268.0</td>
<td>0.83</td>
</tr>
<tr>
<td>With local clock generator</td>
<td>291.9</td>
<td>1.09</td>
</tr>
</tbody>
</table>

[0122] For the Poly Local approach, as shown in Table VI, all Robert’s cross cells are working with a fixed period of 0.49 ns, which is the critical path of a single Robert’s cross cell in this simulation. In the Robert’s cross circuit implementation, each cell (pixel processing unit) communicates with three neighbors to receive their generated data signals for the respective pixels. A respective ring oscillator proximate each cell was responsible for generating the local clock in each cell, and each ring oscillator operated independently from the other oscillators. As such, clock misalignment between the independent local clocks could be arbitrary and may deviate up to a full period. In real chip fabrication, there may be difference in the period of the locally generated clocks due to variations between the period of the locally generated clocks of two neighbor cells. As shown, the circuits described herein tolerate the clock misalignment and produce a bit error rate equal to or less than circuits utilizing an expensive, fully-synchronized CDN.

[0123] The synthesis results, including the delay, area, total dynamic and static power consumption, energy dissipation of one clock cycle, and area-delay product, are shown in Table VI. The reduction in delay, seen as equivalent to increasing the working frequency, is the most significant benefit of polysynchronous clocking. The results show that increasing the number of cells limits the performance of the system when a global CDN with zero clock uncertainty is implemented. Providing all the cells with synchronized clock signals via a CDN is costly. For the system with 256 cells, removing the CDN entirely and instead using respective, locally-generated clocks for each pixel processing cell (referred to as Poly Local) improves the maximum working frequency by around 12x. As a result, the output converges to an accurate value much faster. With a relaxed CDN (referred to as Poly Relaxed), the benefit is also significant, although not as great as with locally generated clocks. The savings gained by these approaches are presented in Fig. 19.

[0124] In terms of area, both techniques tested (Poly Local and Poly Relaxed) decrease the cost in the three cases with 16, 64, and 256 cells, as shown in Fig. 19, as compared to utilizing a synchronous CDN. As expected, for large-scale systems (64 and 256 cells), removing the CDN provides more area saving than simply relaxing the CDN. It provides up to a 39 percent area reduction in the system with 256-cells. However, for smaller systems, the area overhead incurred by the local clock generators diminishes the benefits. Relaxing the CDN instead of completely eliminating the CDN may be a better approach for some small circuits.

[0125] As shown in Table VI and Fig. 19, removing the CDN results in an overall energy dissipation reduction, except for the 16-cell circuit. For the 16-cell circuit, removing the CDN improves the latency and area by 68 percent and 3 percent, respectively. However, the power consumption of the circuit with the highest frequency increases around 3.5 times. This increase in power consumption
occurs because the local clock’s power consumption outgrows the power savings obtained by eliminating the CDN, which is small for this circuit. A higher working frequency also increases the power. Consequently, a 10 percent increase in the energy dissipation is observed. Thus, unless improving the working frequency is the main goal, relaxing the CDN or using a zero-clock-skew CDN might be better choices for smaller circuits. However, for larger circuits, eliminating the global CDN and using locally generated clocks is a winning proposition.

To further evaluate the idea of relaxing the CDN in stochastic circuits, the experiment implemented two complex circuits, discussed above: a median filter based noise reduction circuit and a kernel density estimation based image segmentation circuit. These were implemented: 1) using a conventional synchronous approach with zero clock uncertainty tolerance; and 2) in the proposed polysynchronous approach with a relaxed CDN. FSM-based stochastic circuits with 32 states were used to implement the required tanh and exp functions. The experiment used a 0.2 ns clock uncertainty when the circuits were synthesized with Design Compiler. Table VI compares the delay, area, power, and energy results extracted for these circuits. As can be seen, relaxing the CDN improves the performance and saves area for both circuits. The power consumption when using the maximum working frequency is higher with a relaxed CDN due to the increase in the frequency. However, more importantly, the total energy dissipation (power x delay) of the circuits is improved.

<table>
<thead>
<tr>
<th>Circuit</th>
<th>CDN</th>
<th>Delay (ns)</th>
<th>Area (μm²)</th>
<th>Power (mW)</th>
<th>Energy (μJ)</th>
<th>Area<em>Delay (μm²</em>μs)</th>
<th>Error Rate (percent)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Robert</td>
<td>Synchronous</td>
<td>1.56</td>
<td>4485</td>
<td>5.41</td>
<td>8.44</td>
<td>7.00</td>
<td>2.20</td>
</tr>
<tr>
<td>16-cell</td>
<td>Poly Local</td>
<td>0.49</td>
<td>4332</td>
<td>19.04</td>
<td>9.33</td>
<td>2.12</td>
<td>1.77</td>
</tr>
<tr>
<td>Poly Relaxed</td>
<td>0.99</td>
<td>4043</td>
<td>8.1</td>
<td>8.02</td>
<td>3.98</td>
<td>2.12</td>
<td></td>
</tr>
<tr>
<td>Robert</td>
<td>Synchronous</td>
<td>3.20</td>
<td>25438</td>
<td>13.25</td>
<td>42.40</td>
<td>81.40</td>
<td>2.56</td>
</tr>
<tr>
<td>64-cell</td>
<td>Poly Local</td>
<td>0.49</td>
<td>16750</td>
<td>76.26</td>
<td>37.37</td>
<td>8.21</td>
<td>1.67</td>
</tr>
<tr>
<td>Poly Relaxed</td>
<td>2.20</td>
<td>19391</td>
<td>15.45</td>
<td>33.99</td>
<td>4.66</td>
<td>2.57</td>
<td></td>
</tr>
<tr>
<td>Robert</td>
<td>Synchronous</td>
<td>6.30</td>
<td>111319</td>
<td>31.06</td>
<td>195.68</td>
<td>701.31</td>
<td>2.68</td>
</tr>
<tr>
<td>256-cell</td>
<td>Poly Local</td>
<td>0.49</td>
<td>67242</td>
<td>306.18</td>
<td>150.03</td>
<td>32.95</td>
<td>1.87</td>
</tr>
<tr>
<td>Poly Relaxed</td>
<td>5.1</td>
<td>91121</td>
<td>33.12</td>
<td>168.91</td>
<td>464.72</td>
<td>2.37</td>
<td></td>
</tr>
<tr>
<td>Median</td>
<td>Synchronous</td>
<td>2.91</td>
<td>3169</td>
<td>1.39</td>
<td>4.04</td>
<td>9.22</td>
<td>2.64</td>
</tr>
<tr>
<td>Poly Relaxed</td>
<td>2.45</td>
<td>2694</td>
<td>1.45</td>
<td>3.55</td>
<td>6.60</td>
<td>2.62</td>
<td></td>
</tr>
<tr>
<td>KDE</td>
<td>Synchronous</td>
<td>2.14</td>
<td>4021</td>
<td>3.08</td>
<td>6.60</td>
<td>10.53</td>
<td>1.70</td>
</tr>
<tr>
<td>Poly Relaxed</td>
<td>1.75</td>
<td>4443</td>
<td>3.42</td>
<td>5.99</td>
<td>7.78</td>
<td>1.69</td>
<td></td>
</tr>
</tbody>
</table>

In order to evaluate the performance of the synthesized circuits, the experiment included post-synthesis simulations and processed the 128*128 Lena image using the Robert’s cross circuits, a 128*128 noisy image using the median filter circuits, and 32 144*144 subsequent frames of the “Hall Monitor” test video sequence using the KDE image segmentation circuits. For simulations with the Robert’s cross circuits, image pixels were divided into groups of 16, 64, and 256 pixels, depending on the number of circuit inputs. Input pixels in each group were converted to stochastic signals and processed by the Robert’s cross cells concurrently. To produce the output image, the experiment measured the fraction of the time the circuits’ output signals were high for 1024 cycles. The output image produced by each circuit was compared with a “Golden” output image produced by Matlab and an average error rate was calculated as follows:

$$E = \frac{\sum_{i=1}^{128} \sum_{j=1}^{128} |I_{i,j} - S_{i,j}|}{255 \times (128 \times 128)} \times 100$$

where $S_{i,j}$ is the expected pixel value in the perfect output image and $I_{i,j}$ is the pixel value produced using post-synthesis simulations including timing violations (setup and hold). The output images produced by post-synthesis simulation of the Robert’s cross circuits are shown in FIG. 20. The mean of the output error rates measured for each circuit is also shown in Table VI. The outputs from processing the sample images using the median filter noise reduction and the KDE image segmentation circuits in the synchronous and polysynchronous versions of the circuits with a relaxed CDN are shown in FIGS. 21A and 21B. As can be seen in these results, removing and relaxing the CDN not only has not decreased the quality of the results, but also in most cases has actually improved the average error rate of processing image pixels. This improvement in the quality of the results is mainly due to the additional randomness introduced by the polysynchronous clocking.

There are three main sources of computational errors in the conventional synchronous stochastic circuits. The first source of computational errors is function approximation error ($E_f$). This error stems from the fact that the computation is a mathematical approximation of the desired function. For instance, the FSM-based stochastic absolute value function used in the Robert’s cross circuit is an approximation of the desired absolute value function. The approximation error for such FSM-based functions depends on the number of states. The more states used to implement the FSM, the smaller approximation error. Further example details of approximation errors for FSM-based circuits can be found in Peng et al., Logical computation on stochastic bit streams with linear finite-state machines, Computers, IEEE Transactions on, 63(6): 1474-1486. June 2014, which is incorporated herein by reference in its respective entirety. Peng et al. reported 0.03 percent function approximation...
error for a 32-state FSM-based implementation of the stochastic exponentiation function. The function approximation errors in the 16-state implementation of stochastic \(\text{Abs}\) function and the 32-state version of the stochastic \(\tanh\) function are very close to zero.

[0129] The second source of computational errors is quantization error \((E_q)\). In converting the input values in the interval \([0, 1]\) or \([-1, 1]\) into stochastic bit streams, the SNG rounds the input value to the closest number in the set of discrete probabilities it can generate. Increasing the length of the bit streams will reduce this quantization error.

[0130] The third source of computational errors are errors due to random fluctuations \((E_f)\). Errors due to random fluctuations are inherent in stochastic computing since the input values are intentionally randomized. The bit streams can be described as a Bernoulli distribution and can be quantified using the variance of the distribution. Thus, these errors are inversely proportional to the square root of the length of the stream.

[0131] In addition to these errors, the polysynchronous clocking approach introduces an extra source of error: errors due to temporally misaligned bits in the streams \((E_t)\). As the average error rate results presented in Table VI show, temporal misalignment of inputs is an unbiased source of error that can either increase or decrease the mean of the total error in the polysynchronous circuits. Therefore, for polysynchronous clocking, the effect of temporally misaligned inputs on accuracy is, in fact, minimal.

[0132] Summing all of these error sources, the total error for a polysynchronous circuit is no worse than:

\[ E_{\text{total}} = E_q + E_f + E_t + E_C \]

[0133] Based on the error rate results presented in Table VI and FIGS. 20, 21A, and 21B, removing or relaxing the CDN allows the maximum frequency of the circuit to be increased without affecting the accuracy of the computation compared to a conventional synchronous stochastic implementation of the circuits.

[0134] The error tolerance of the polysynchronous stochastic circuit designs of this disclosure can be compared to conventional synchronous designs. To do so, trials were performed on the circuits discussed herein, randomly injecting soft errors, i.e., bit flips, on the internal signal lines and measuring the corresponding average output error rates.

[0135] For the synchronous circuits, the inputs were generated with SNGs driven by synchronized clocks each with a period of 2 ns. For the polysynchronous circuits, the inputs were generated by SNGs driven by clocks with periods varying randomly between 2 and 4 ns. Note that this range of values provides a variation of up to 100 percent in the clock periods. To approximate hardware conditions in which short pulses ("spikes") cannot satisfy the setup and hold time requirements of logic gates, high output pulses that were less than 10 percent of the 2 ns clock period (0.2 ns) were filtered out by setting them to zero.

[0136] Soft errors were simulated by independently flipping a given fraction of the input and output signals of each computing element. For example, a soft error rate of 20 percent means that 20 percent of the total bits in an input value are randomly chosen and flipped. To inject soft errors into a computational element such as a MUX, the experiment inserted XOR gates into all of its inputs and outputs. For each XOR gate, one of its inputs is connected to the original signal of the MUX and the other is connected to a global random soft error source, implemented using an LFSR and a comparator. Note that the experiment did not simultaneously inject soft errors on the input and output signals of any given component. Also, the experiment did not inject soft errors more than once on the intermediate line between two components (thereby potentially undoing a bit flip).

[0137] The experiment applied this approach to all of the basic computational elements of the stochastic circuits. Hardware simulations were performed using the ModelSim hardware simulator. Maximal period 32-bit LFSRs were used for converting input pixel values into stochastic bit streams. Bit streams of length 1024 were used to represent the values. Ten trials were performed for each case to ensure statistically significant results. For each trial, the experiment used a different initial condition with ten different LFSR seed values for each SNG. Simultaneously, ten different sets of values for the periods of the polysynchronous clocks were used. This disclosure presents the average results of these trials.

[0138] The sample images shown in FIGS. 20, 21A, and 21B were used as the inputs to the circuits. Table VII shows the average output error rates of the two design approaches under different soft error injection rates. As can be seen, the polysynchronous stochastic circuits are as error tolerant as the synchronous versions. For both polysynchronous and synchronous circuits, the error tolerance scales gracefully to very large numbers of errors.

<table>
<thead>
<tr>
<th>TABLE VII</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Circuit</td>
<td>Approach</td>
</tr>
<tr>
<td>Robert's</td>
<td>Sync.</td>
</tr>
<tr>
<td>Cron</td>
<td>PolyS.</td>
</tr>
<tr>
<td>Median</td>
<td>Sync.</td>
</tr>
<tr>
<td>Filter</td>
<td>PolyS.</td>
</tr>
<tr>
<td>KDE</td>
<td>Sync.</td>
</tr>
<tr>
<td>Polysync.</td>
<td></td>
</tr>
</tbody>
</table>

[0139] The paradigm advocated in this disclosure differs from the asynchronous and GALS approaches in that no complex handshaking mechanisms are needed. The skew tolerance provided by stochastic computing allows independent clock domains to be connected together seamlessly without influencing the accuracy. Alternatively, it allows for a much less costly global clock distribution network, with relaxed constraints. This, in turn, provides very significant benefits in terms of area, performance and energy. The increase in performance, in particular, can be quite significant. For applications that require modest accuracy, this increase in performance could more than offset the latency incurred by adopting a stochastic representation.

[0140] High energy dissipation is one of the main challenges in the practical use of SC. Stochastic circuits are compact and so consume little power. However, given the high latency, the energy consumption (equal to power time) is high. Energy reduction techniques for stochastic computing may exploit the tolerance that SC offers to timing errors. This permits very aggressive voltage scaling without significant quality degradation. The impact of timing errors due to voltage scaling is similar to the impact of clock skew
errors. In both cases, SC naturally and effectively provides error tolerance. Future work will consider the impact of both energy and clock distribution optimizations for SC.

This disclosure proposed polysynchronous clocking, a design strategy for exploiting the skew tolerance of SC circuits. From basic stochastic operations, such as multiplication and scaled addition, to complex stochastic circuits, the correct output is computed even when the inputs are not synchronized. Two approaches of polysynchronous system design may be used to mitigate the costs of the CDNs. In the first approach, the global CDN is removed and instead locally generated clocks are used to design the Roberts cross stochastic system. Quantifying the costs and benefits, the maximum working frequency, the area, and the energy consumption improved by up to 12x, 39 percent, and 23 percent, respectively, for the Roberts cross system with 256 cells. For smaller systems, the area and energy overhead incurred by the local clock generators diminished the benefits of removing the CDN.

Experimental results showed that, for small scale stochastic circuits such as the Roberts cross circuits with 16 cells, the median filter noise reduction circuit, and the kernel density estimation based image segmentation circuit, relaxing the CDN is a more efficient choice. The area, speed, and energy are all improved by a relaxed CDN. Post-synthesis simulations on sample images showed that removing and relaxing the CDN not only did not degrade the quality of the output, but in some cases it actually improved the accuracy of results by introducing additional randomness. Circuits designed with either of these polysynchronous approaches are as tolerant of errors as conventional synchronous stochastic circuits.

Various embodiments of the invention have been described. These and other embodiments are within the scope of the following claims.

1. A device comprising:
   an integrated circuit including two or more computational units configured to process respective stochastic bit streams in accordance with respective input clocks,
   wherein each of the stochastic bit streams comprises sequential sets of data bits, each of the sets of data bits representing a numerical value based on a probability that any bit in the respective set of data bits is one, and wherein the respective input clocks are unsynchronized.

2. The device of claim 1, wherein each of the two or more computational units is configured to tolerate a clock misalignment of at least ten percent, the clock misalignment representing a difference between arrival times for respective signals from the respective input clocks.

3. The device of claim 2, wherein each of the two or more computational units is configured to tolerate a clock misalignment of at least fifty percent.

4. The device of claim 2, wherein each of the two or more computational units is configured to tolerate a clock misalignment of at least ninety percent.

5. The device of claim 1, wherein each of the stochastic bit streams encodes image data, and wherein each of the two or more computational units is configured to perform image processing operations on the image data.

6. The device of claim 5, wherein the device comprises an image processing device,
16. The method of claim 15, wherein the computational units are configured to tolerate a clock misalignment of at least ten percent, the clock misalignment representing a difference between arrival times for the respective input clocks.

17. The method of claim 15, wherein the computational units are configured to tolerate a clock misalignment of at least at least fifty percent, the clock misalignment representing a difference between arrival times for the respective input clocks.

18. The method of claim 15, wherein the computational units are configured to tolerate a clock misalignment of at least at least one hundred percent, the clock misalignment representing a difference between arrival times for the respective input clocks.

19. The method of claim 15, wherein each of the sets of data bits comprises N bits, and wherein each of the two or more computational units can tolerate input values that are misaligned temporally by at least one bit position in the stochastic bit streams.

20. The method of claim 15, wherein each of the input clocks has a respective period, and wherein the two or more computational units are configured to tolerate a clock deviation of at least ten percent, the clock deviation representing a percent increase from a smaller one of the periods to a larger one of the periods for the input clocks.

21. The method of claim 15, wherein each of the respective input clocks are independently locally generated within the integrated circuit proximate the respective computational unit by corresponding local clock generation circuitry.

22. The method of claim 15, wherein each of the respective input clocks are generated from a central clock within the integrated circuit and delivered to the respective computational unit by a clock distribution circuit without having timing elements to synchronize arrival of the respective input clocks.

23. An integrated circuit comprising:
   two or more computational units configured to process respective stochastic bit streams in accordance with a global clock signal received from a clock distribution network, wherein each of the stochastic bit streams comprises sequential sets of data bits, each of the sets of data bits representing a numerical value based on a probability that any bit in the respective set of data bits is one; and
   a clock distribution circuit to generate the global clock signal without having timing elements to substantially synchronize arrival of global clock signal at the computation units.

24. The device of claim 23, wherein each of the two or more computational units is configured to tolerate a clock misalignment of at least ten percent, the clock misalignment representing a difference between arrival times of the global clock signal at the respective computation unit.

* * * * *

* * * * *